Вариант 16

Дана целочисленная прямоугольная матрица. Определить:

количество отрицательных элементов в тех строках, которые содержат хотя бы один нулевой элемент, вывести номер каждой строки и количество отрицательных элементов в ней;

номера строк и столбцов всех седловых точек матрицы;

поменять местами строку и столбец , находящиеся на пересечении минимальной седловой точки, если точка находится на главной диагонали.

ПРИМЕЧАНИЕ

Матрица А имеет седловую точку Aij, если Aij является минимальным элементом в i-й строке и максимальным в j-м столбце.

Инициализация многомерных массивов

Значения элементов многомерного массива, как и в одномерном случае, могут быть заданы константными значениями при объявлении, заключенными в фигурные скобки {}. Однако в этом случае указание количества элементов в строках и столбцах должно быть обязательно указано в квадратных скобках [ ].

Пример

#include <stdio.h>

int main () {

int a[2][3]={1, 2, 3, 4, 5, 6};

printf ("%d %d %d\n", a[0][0], a[0][1], a[0][2]);

printf ("%d %d %d\n", a[1][0], a[1][1], a[1][2]);

return 0;

}

Результат выполнения

При работе с массива часто используется параметрический цикл, тот же результат выполнения программы будет достигнут следующим программным кодом:

for (i=0; i<2; i++) // цикл по строкам

{

for (j=0; j<3; j++) // цикл по столбцам

printf ("%d ",a[ i][j]);

printf (“\n”);

}

Массив а[2][3] можно инициализировать, явно выделяя строки массива:

int a[2][3]={{1, 2, 3}, {4, 5, 6}};

Можно инициализировать не все элементы массива, в нижеследующем инициализируются только элементы первого столбца:

int a[2][3]={{1}, {4}};

Следующее описание формирует «треугольное» заполнение матрицы в целочисленном массиве из 5 строк и 4 столбцов:

int x[5][4]={{1}, {2, 3},{4, 5, 6},{7,8,9,10}};

Однако чаще требуется вводить значения элементов многомерного массива в процессе выполнения программы. С этой целью удобно использовать вложенный параметрический цикл.

Пример

#include <stdio.h>

int main() {

int a[2][3]; // массив из 2 строк и 3 столбцов

int i, j;

// Ввод элементов массива

for(i=0; i<2; i++) // цикл по строкам

{

for(j=0; j<3; j++) // цикл по столбцам

{

printf("a[%d][%d] = ", i,j);

scanf("%d", &a[i][j]);

}

}

// Вывод элементов массива

for(i=0; i<2; i++) // цикл по строкам

{

for(j=0; j<3; j++) // цикл по столбцам

{

printf("%d ", a[i][j]);

}

printf("\n"); // перевод на новую строку

}

return 0;

}

Результат выполнения

ВЫПОЛНЕНО

#include <stdio.h>

#define MAX\_SIZE 100

*void* inputMatrix(*int* *matrix*[MAX\_SIZE][MAX\_SIZE], *int* \**rows*, *int* \**cols*) {

printf("Enter number of lines: ");

scanf("%d", *rows*);

printf("Enter the number of columns: ");

scanf("%d", *cols*);

printf("Enter matrix elements:\n");

for (*int* i = 0; i < \**rows*; i++) {

for (*int* j = 0; j < \**cols*; j++) {

scanf("%d", &*matrix*[i][j]);

}

}

}

*void* countNegativeAndZero(*int* *matrix*[MAX\_SIZE][MAX\_SIZE], *int* *rows*, *int* *cols*) {

printf("\nLine numbers and number of negative elements:\n");

for (*int* i = 0; i < *rows*; i++) {

*int* count\_negative = 0;

*int* has\_zero = 0;

for (*int* j = 0; j < *cols*; j++) {

if (*matrix*[i][j] < 0) {

count\_negative++;

}

if (*matrix*[i][j] == 0) {

has\_zero = 1;

}

}

if (has\_zero) {

printf("Line %d: %d negative elements\n", i + 1, count\_negative);

}

}

}

*void* findSaddlePoints(*int* *matrix*[MAX\_SIZE][MAX\_SIZE], *int* *rows*, *int* *cols*) {

printf("\nRow and column numbers of saddle points:\n");

for (*int* i = 0; i < *rows*; i++) {

for (*int* j = 0; j < *cols*; j++) {

*int* is\_min\_in\_row = 1;

for (*int* k = 0; k < *cols*; k++) {

if (*matrix*[i][k] < *matrix*[i][j]) {

is\_min\_in\_row = 0;

break;

}

}

*int* is\_max\_in\_col = 1;

for (*int* k = 0; k < *rows*; k++) {

if (*matrix*[k][j] > *matrix*[i][j]) {

is\_max\_in\_col = 0;

break;

}

}

if (is\_min\_in\_row && is\_max\_in\_col) {

printf("Saddle point: row %d, column%d\n", i + 1, j + 1);

}

}

}

}

*void* swapMinSaddlePointRowCol(*int* *matrix*[MAX\_SIZE][MAX\_SIZE], *int* *rows*, *int* *cols*) {

*int* min\_row = -1, min\_col = -1;

*int* min\_value = 2147483647; // Максимальное значение целого числа

for (*int* i = 0; i < *rows*; i++) {

for (*int* j = 0; j < *cols*; j++) {

*int* is\_min\_in\_row = 1;

for (*int* k = 0; k < *cols*; k++) {

if (*matrix*[i][k] < *matrix*[i][j]) {

is\_min\_in\_row = 0;

break;

}

}

*int* is\_max\_in\_col = 1;

for (*int* k = 0; k < *rows*; k++) {

if (*matrix*[k][j] > *matrix*[i][j]) {

is\_max\_in\_col = 0;

break;

}

}

if (is\_min\_in\_row && is\_max\_in\_col && *matrix*[i][j] < min\_value) {

min\_value = *matrix*[i][j];

min\_row = i;

min\_col = j;

}

}

}

if (min\_row != -1) {

printf("\nMinimum saddle point: row %d, column %d \n", min\_row + 1, min\_col + 1);

// Меняем местами строки и столбцы

for (*int* i = 0; i < *rows*; i++) {

// Сохраняем значения

*int* temp = *matrix*[i][min\_col];

*matrix*[i][min\_col] = *matrix*[min\_row][i];

*matrix*[min\_row][i] = temp;

}

printf("After exchanging row %d and column %d:\n", min\_row + 1, min\_col + 1);

for (*int* i = 0; i < *rows*; i++) {

for (*int* j = 0; j < *cols*; j++) {

printf("%d ", *matrix*[i][j]);

}

printf("\n");

}

} else {

printf("No saddle points found!\n");

}

}

*int* main() {

*int* matrix[MAX\_SIZE][MAX\_SIZE];

*int* rows, cols;

inputMatrix(matrix, &rows, &cols);

countNegativeAndZero(matrix, rows, cols);

findSaddlePoints(matrix, rows, cols);

swapMinSaddlePointRowCol(matrix, rows, cols);

return 0;

}

результат

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY0AAAEoCAYAAACkdq2MAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACxXSURBVHhe7d1LaBTb2vDx53xjhc8EJJ9sZBOEHIIBIeJAELxsgoP2dRJB4sCJjnbIoAfmbOEoceAhDhw04YWXONkDg7w6CWYQxBsIGQQDG9yEEwhBZCNyIDowc7/1VK2qrqquy+pb0p3+/6C1qztdtWrVqnrWpbvW32TgwA8BAMDB/7H/AwBQiKABAHBG0AAAOGNMo07lyluZGNyRldmSTL2zL3asSXm8NC5Ddkl2VuX21Vvywi5mOvNA3kyfkoP6fOuZnJya817eT/zjaBdc8wVAStC4+UjeXz5mF6Lqu1COzTyS0ssbXXBhrV+37Fu5siQ/P20muJmgUxG5lhU0tKyM/NF1QWVsZkl+k4dy7u5r/4Uu3Q9gL9R2T83fkJOLm/J97Z6cLJ0NH7fXvtg/QHc4Lz8f/iIf2xnYtKx04YX2xd1SNWCo+QVZkaMyZhcBZEvvnjI1rzc/LXgnVrnySGTqhvwZ1q5tl8fWqqwcPiWnD/gf2Vg8K9fm9VmiSyQQ6+ZI/k28FaM1wfujZsX6madHw64SDWSxkz1VQfpsSypcV9iy2jTB8Q/72U3ZGDxm0qfpWpb+aT+twTr8lsaCyK93wvXH09bO/fOF6/AkWoHhPkVtykLphqlf18PsR1pLI7f7qiD/Pfn5o2LdRybtG1sDsh1rNZ2XyhPN/9rP1k3358onOUdLAyiUORB+cPSOvF+qnrgv7gbdMXNyrfTMXFRPSf+roCXyTOTCA1tT0/e1ZbJpTuZqSyV6YSlXLsp29L2SXpgfSdm+rzVBXefG4Li8n+6T5/bvnv81bP8iT0H6bEsqpMule7KyY9IVftZcoDR9s+syMm3TOrsqR0Ym7YcG5PT0ncj6TdoO3ZHHN/1327t/NmAcWk6sf0kqZ+wfhPukgSL4m3oDRo53t+Sct06zD/alqqLyUZw/ehEf/RZp6c5+lSNhAGk1E8D0GBAwACeZQSPonlrYsi8kmRpmtea4LtvSJ8ftUr5JGR08YC66b72g5D+01nlMRu1FN6S12MjF7uF8HSd2w+kztpb9APnuk3wOnifEa84mbVP+hbH9+zcp14fW5XbsImcu1CbA9f9y3i53gMz8d8ifd8uyPeRXWryHadV8Xky2Jl7L1FUNKk20MrSFsaQBrIUBFdjnCr9y+3CqDSeUflslrGVWH9GLcGf7Itv/tk/TdP3+tVlh/gQBIXjck+0LkZZUK2gXntfKa7JrC+gx7r/T0HGOmXpqsgPS/3f71Ot/fmu7b+bk941h+a2udbXewUPVrqBypTo24Ua7pyLdKUa5Mi7y6pZ51u790/X3SSlxAS1fGZbtl27jIXurOH+0+y3o6svml6n3S/UHE13/+wtfTeAKKkRmXZVq9xmAbHV85TYYqB2uDmJ6329flpI3IKkvRAZbo4OlRrI7Jz7Q6fP/JhjgtC8GtCvHqd85Msiamb74Nr6vPZMPQ+Omdvss8dlPcl2Xddt2wPr5lvi/01hcl5HL1f1LDmK3b/9UciA5vv34IHnAfSA8Le0qOIb577vkf17+pKc/eK8qyMd6B8Iz8t9LK7/VAIrw4z4AgDP37ikAQM8jaAAAnBE0AADOCBoAAGcEDQCAM4IGAMBZ7wUN/R3K0ts6f6jYOfT3DY38oG1v6G827K1A9PFkl35A590exG6zEtwvbH/xy8Eu5ytg7Nv5NHK3r79ut3fx7UZ7nbeump/Po1kmaOXNB9Kl9MePzAeCvVLb0mA+DbTELszn0aOYDwR7af/Op2GXQtHte/v3h3frkNr0q/z05SvIH9uSC/fFLustNpjPIyKxjo21VfPvslyz6cvdfsjkQ7Kl0XT+FxxfK36bFOYDwf6ROabR3fNp5G9fHRwdb3y+h1wF+cN8HsX0Qu7dUDD47D3ZHjolR+zbhdvP03T+FxxfxXwg2Mcyg4bWxLTAd+18GgV0/9LTX0f68jScP0ZPz+dhauAXRBZiNw/0b5Xut4J2YT4Rh/zPPb7MB4J9rPDbUz05n0anp4/5PDoc84Fg/3L/yq0ppN01n0bW9ovsTvqYzyPLa1naGJCJxFdltUvK//psa7bfXP7n07QyHwj2q304n4aVtf3I/vn7I5Htuc33kC8yCJ2ZP/F9ZD6PWjXriKUvf/tp+66qx6/x/D9XSv5N7fH9M2X/a8tOkIZ6B8Izjp+XFuYDQfsxnwYAwJl79xQAoOcRNAAAzggaAABnBA0AgDOCBgDAGUEDAOCMoLEfebeXsLew2KfzSQDYG7VBQ3/8FlxwYo/6frk6NvOotbdN2GUtSb/m5V5ctN/dknPe7SueyYZ9qdN0e/kAelVt0LB3AdVf2EbvW8R8Gg3QvKznV+wA0OH22XwaQdry56NI3mIkfguG4vQXpi+6/th+q+r6/b+P3Mak5m+z5Odflfm71Jnrsj5vXy/Kv9ztB+topnwkbwXS5vkoADjLHNPozvk0grQVzUfxSZ5Ht/+qT+6H3UjF6S9MX273kE2jefb5r2oA9Fp2TgGjOP+KZH/eLf/ytx+so/HyoUF39+ajAFCPzKARdE915XwaRfMhmOXR6PYzbtBYqNH0eRdOvV22bt+fTCm/BRXV7HwfDp/PzT/H7TdcPozdmo8CQN0Kvz21/+bT0G6NRE3Z1KK/23d3zZmLMmK7bobCFpCjZvNvrz9faBfmowDQkMKgEdJxjq6aTyPLsPSbmu9SWDs1afs1Mr4RanQ+Dgf6rarpYflgA9ftbxfl/RPX+RCazb+9/nwgO391zKid81EAaNw+m08jMsjqpa12PoSD+vzDidg+bqytypFR+16wjcz0F6cvdz4HcZvPo0h2/hVs3x6DtL/RsQen/DP7mb395DGov3ykzccRfd8XHAcGwoHdxHwaAABn7t1TAICeR9AAADgjaAAAnBE0AADOCBoAAGcEDQCAs+yv3Ma+R+/++wEAwP6V3tLwfrFcvRHfyUWRCSbzAYCe5/jjvvNSqVyUpang9uEAgF7kNqZxc0JOyycCBgD0uNygofcA8m5NfeGr3C687xMAYL9z657SMQ4NHOHsdgCAXuTWPTV/Q25v9EmJW1ADQE9LDRp62+vY3BlnHshvoyIfuf00APS0zO6p+HwJzFkAAGA+DQBAHdzGNAAAMAgaAABnBA0AgDOCBgDAGUEDAOCMoAEAcFYYNPT3Gu+XHknZLgMAeld+0Lj5SCZkVVZ27DIAoKflBI1JeXxZZGFq2S4DAHpdZtAoV8ZFFpniFQBQlR40vG6pZ3Jt3i4DAGCk3ntKJ1+6P3rALlk7q8ynAQA9zuGGheel8mRCPl6lqwoAel3hV24BAAjktzR0mtfLx/zndE8BQM9jPg0AgDO6pwAAzggaAABnBA0AgDOCBgDAGUEDAOCMoAEAcFYYNIrm02C+DQDoHflBo2g+DebbAICekhM0iubTYL4NAOg1mUGjaD4N5tsAgN6THjSK5tNgvg0A6EkNzafBfBsA0JtaMJ8G820AQK8o/MotAACB5ubTKHofALCvMJ8GAMAZ3VMAAGcEDQCAM4IGAMAZQQMA4IygAQBwRtAAADjL+MrtpDxeGpchu6S+r92Tc3df2yUAQC/KDhpPjsrv/FgPABBB9xQAwJlj99SOrMyWZOqdXQQA9CTH24hoEDkhayXuZAsAvcyxe2pOfl8T+fmMXQQA9CTnMY3jhwbsMwBAr0oNGuXKW3kzc94uGTq96+F1WWJMAwB6WuaYhgaOiUG7IJuywHgGAPQ8x4FwAAD4nQYAoA4EDQCAM4IGAMAZQQMA4IygAQBwRtAAADgjaAAAnBE0AADOCBoAAGcEDQCAM4IGAMAZQQMA4IygAQBwRtAAADgjaAAAnBE0AADOCBoAAGcEDQCAM4IGAMAZQQMA4IygAQBwRtAAADgjaCSUK2/l/dKSVM7YF3pAJ+1zd+X/pDxe0vTax5MHMmbfQRudeSBvgjyvTNoXsVtqg0b0gHiPnBP45qN9d9AeTp2V22tf7FJv6KR97qb8L1cuyvbsWTlZso+rt+SFfa/Tjc08Kg7MnXp+v7sl57w8fyYb9qVO45S/Xao2aAQHZHFTNhb1wJRk6p19L2n+hpycmrMLQC85Lz8f/iIfs86N/YDzGyn+JgMHftjncaaW8VhuyLV5uxylrZHpU3JQn289SxQsbbKPy9DWqqwcPiWnD/ivagCqrsv+jV0S2ZGV2ZzgFFOwfq0dXT4m39fuybm7r8NlkU0TAP+wnzUBcfCY2b5ud1n6p/20BOvQWkLp5YLIr3fC9Yfr8+Snf2xmSe6Pmg9q3jw9GuZVdB3aDTMx6D01THq2BmT7qWMeRPNf7azK7bCW65L/56XypLpvms7b306Yfb7hsP39kf9FwnV4EuUz3KeoTVko3ZCHdimby/HJ3z8VLT8bi/dk+4LmlU2DS/nwnkdEz+O88zu67956P8n1cH1BHhSnP5/r583fVUSu1QS2rM/b1wvKX/72g3VkHb/kZ61EPhaf/8E5Wm/e7QYNGmmPfz758fifKa/HHv/48fh//5H++vv3kc+b5bf//WPMvl/+37c/KleC9+z775/8KIfLRY/89Wva3/zPf9n39PFfPypvg/XrZ+32r/z3jzfR53Zfxv7n7Y/3sfVrmqvLbun30/g+8nr5nzavzLYeR9MXTUfwWt7jyj9+lKN/a/b3few45OWP5kV83/z9rWP7ues3j07P/4KHt/2a/ExuM7pP9T78tGXlX9H+aV5U89c/ntH9LC4fuo9PEttIe5jtJj6nj6L8afb8dv98evryPx9Ja0b5K96+LueUf/PIzV+zreLzPziuydf3/lHHQLiJoPUM9JnIWq05rcu29Mlx7/mkjA4ekNPT0XETjczHZPSm9wduMtfvYGvZj9zvPsnn4HlCvOanfe3PRC48MM/qSL/WLiK1z4fztqbxblm2h+5UP29qdZ8X66hNmL8bjW6/ptZrZOXPmYvSv3Evtm8v7pZkYcsuuOrm/M81KdeH1uV2rPY6J9dm16X/l/N2uQUy869o/8z7h1flX2GL6bVMXU307buUjya8uLtsauoXwz77sZmLpuYdHMdmz+9d+Hxu+XPcfjPl3+n81+NaMDywR/bm21ParA0GDyOP6EVib32R7X/bp2maTn9QIIKHdi+4fmNIm62JAdjZVflu390f2p3/Ha7u/TMXrR37dFfKx5z8viZy+ooOkpsgOyqy8jQSZJs9Pt3++ULNnP97bw+ChilwG8Py20wLa20pDh4ats+0/zDSf+9kwNQ0HknZLqlyZVzk1S3zrPn0a3/5Y6daU5ph6TcXiaWw9mEuEr9G+q+LeLWcidi+aR/2pbB/tTU6Of/z6fr7pJQ4gctXhmX7pdt4SHOK9m9O1v4zHEvf2Ew5kr+u5WNA+v9un3qB5m1dZTJsbcyckKGd6PaaPT7d/vlAdv66nf/+Zzrx6+e1A+HJQbQojcBXb8nx2CBOld+lEBkI8v5+WUrhoGt1sDA+EORLdkmkc1m/Znj1QvV97Zl8GBr3mvHxz9pBPO3GsAOmz7fEpGtHVhbXZeRyNR+Sg6jZ6Y9vO6TbsF0e8UFWn9u+W4mB2I21VTkyatLqbUOK86fmGG/Kypq5UGuNsXDQrfvzv1jtYGZ0+2nHL1q287Xi/EikzxuU7ZOPV+32c8uHzYNEGYiWv7Rtq2QZDfIhrew2fn778j7vkr60v9Gv6BaVvyCPsrfvdvzy8tft/A/KcecNhGd/ewpAl9ALzEQ1aABttDdjGgBa58xFGZGv8qddBNqJlgbQheJdHK5dY0DzCBoAAGd0TwEAnBE0AADOCBoAAGcEDQCAM4IGAMAZQQMA4IygAQBwRtAAADgjaAAAnBE0AADOCBoAAGcEDQCAM4IGAMAZQQMA4IygAQBwRtAAADgjaAAAnBE0AADOCBoAAGc9ETTKlbfyfmlJKmfsC+125oG8WdJtmkdl0r7YG3Y9r9tqUh4Hx1EfTx7ImH1nNxXlac37PVz+0H61QePmo+pJEj4eSdm+3Y0eTp2V22tf7NIueHdLzpXOysnSM9mwL/WKXc/rNipXLsr2rB5H+7h6S17Y93ZTUZ7WvN8t5U+vNQ0GtbGZR/ukYtJ9aoPG/A05ubgp39fuVU+W2a9yaY9qWcDeOC8/H/4iH9/ZRbSeXmum5uwCusXfZODAD/u8ytQA3vy0IOfuvrYvaK3rkcjUDXlol8dmluT+6AG7tCMrsyWZMidY+PrOqtwOamZao7h8LPZ3ubR5PX1KDtrF2Lq8LoNxGdpalZXDp+S0TcLG4lm5Nu8/1xO+8uRO+J5sPZPb305I6eWN4m0HwjT7NtZWzb/Lcs3mSdb+x5m0VkSuRU8Mu14Nyl7+htvZNAH6D7tvm7IxeEyGvPUuS/+0ec38hb+PLvufp+DzTafPrwWWXi6I/Fo9BuH6PDYNdimZf2HemuN28unRsCxE16FdMhOD3lPDpGdrQLafOpQtK/f4JY69b1MWStXyXyQ3fbnlWxWVX9fynVL+PPn5n8ffr/hxV/HjW5C/0f3XYxxLX1H5TqbdSqynuHwEeei+7/C5jWmYk2hC/ogHjEPL1ZZISQuQ36f64uW6fE+eBFqjmF01r6/LktPB+STPo90Cr/rkftiMnZNr2uwePCX9r4K/eSZyIWgJ+YWh+p5pun+7aArwgPeuE71oXPgqt4Ptl+7J9tApOWLfztv/QrYlF9Jls/6VHVPQw30zBVz3f3ZdRqZtF4nJvyMjmgdF+1+k4PNNp08NyOnp+DF4fuiOPL7pv1vT7ePlX7UL9MXdknlNtzMu76f75Hmwjr+G/T8wF53Rb/GW8JHwAlGs8PiF+6yBIvgb94BRnL688l1Ufpsv30X5n8fvChNzfOPriB7fwvzN7T4rKt/6vqZh01zsg/fNIxp4miwfyJcZNA6O3qmOaegFNDwok3J9aD2yrMyBNBeQ/l/OmwLxST4f6JPj+rJefO0A3dgvw3LwP5/c+oRNYBmdjoyp1NT6DFOzqNas12Vb7DbPXJT+jXuxWrdehBa27EIhc1JeEFmI1fxey9TVs7YmVbD/rbC17Nd8NC+D50lZ+++qmc87pC/Z8nk45Z/4mn+jgwfMRSdyfL2a4zEZtRedkNYeIxfrh/M2z98tmyAeKZ+m1vp50bW2uAvHryh95v/M8l1Ufpsu33Xkf46NRH57x9erNLQof5spn07lwz+nT5ZoZdQrM2hoc9OP1KbGJafkunOBmpO1Lb8Aln8ywWbxi4yYwnL80AHZ+BAtSFm0JpWoCWkrxb6LbvBFtv9tn6bRlmhwbCOP6IUwX3DCBw/TErzg2NLbFXnp64Dy3XT+Zxzfw0ftk73W6eWjuzl0T+kBMLWIy0Gmz8nvG31SShyA8pVh2X7p92n++W1HjvxkmoiHTMtifkE+HCrLpcGd/AtJaFj6Tc2i2o1lTrJfI/2/RbxaxkS8qW2aq5ecm6evZWljQCYS3+rQJrf/TY/i/Xdx8JDtajHKlUj/dIdoLn3aPRXv7ihXxkVe3TLPNP+G5beZxmv1eiyCrpD6teb45clPX0H5Liq/TZfv5vPfO76/JrpDb56IHN/25q9vQPr/bp96gfhtrHusuHz4n9k/Xw/fPbUD4bFBwMjgn33d73aoHYyKDYTF/tY/iPe1yRrr8skRS4NpCq+typFRc2Jpd8WUVLftjZ0sSykcFLTpNSdRbKDRvL6yZgr6qDgPenlpDgfyDG/bQUspf//jg3BV1S4bLbDVC/H3tWfyYWjcC87xffsk13VZt20HhM+Vkn+Tsv/6NFMk7Zmfbzx9z7fEHyhdXJeRy9VjkBwoTcsjP3/i2w5F8r/m2BjJ7rB8+ccvbf1ueesrTF9u+Tb7WFR+Jf/9j1eKyl9e/tuFHGP6RQfz/+nRSLeaVx4SX1bxnvvczw+X8mkk8iiadrfyEZQzBsLrlf7tKQDI4AWNer6JiH3F7dtTAAAYtDQAOEv+/sG1yw77B0EDAOCM7ikAgDOCBgDAGUEDAOBsV4KGDp4xH0Bv8Y+pfXTaHZI7oHx1dP4AOTKDhv5AJizU5oL+uNL4r3CZD6CWftd9v/4SVcvOpegN42I35OsAe1y+Oj5/gBzpQcNcDJN3qZTB5C9k4d0NNXZjNii9gV70198yvyArcpTatEX+oJs5z6cRk7zNQewWAipxK4gt5gOo3sag9hYLnpr1NH6bgzDtus6M+Siy9i98PXpMw9te1J8Wj+bXlU9yrpUBNuVWHF0730k78gdok/SWhqlB6/3xo91T8a4U5gNo63wATdKarJe2jPko8vavNfOhRJmLqKah1QFj38x30ob8Adooc0xDL66ZJ525cDAfQAFTy6/uYwPzXYS3d26gZh/QlkbkF7v+fBS7MB9KwBtw1otqK381bCod+2W+k7bkD9Bejt+eMifd4hd7K2JtKSRq+swHsI80Ox+KpQHHa+U0EfT2M/IHXSolaGhQqG3Kl0dMk9y70DIfQGtkzwfg81/L+6pyY4r3r7n5UPzuIb/7KKhBm32pJLtntO/f7F/dXzft/vlO3PIH6EwpA+F6sao9SWIDxeHgoI/5AHyxgVB9wVtn/fMB+ILjUO/gc/rxiw+05+9fcHyDNHljBM7zoWRsPzlOkthGvbw0hQPdRh37l3/89Fl8H1o538nJ0oJb/gAdqidvWOgFDeYD2FPehVuiF3oA3cBxTANoJf0yg2lBPSVgAN2m51oa8a4J5gMAgHownwYAwBndUwAAZwQNAIAzggYAwBlBAwDgjKABAHBG0AAAOCNoAACcETQAAM4IGgAAZwQNAIAzggYAwBlBAwDgjKABAHBG0AAAOCNoAACcETQAAM4IGgAAZwQNAIAzggYAwBlBYxeUK2/l/dKSVM7YFxJq3j/zQN4s6WvmUZm0L6Kb+MfUPp48kDH7ekfogvLV0fnX42qCRuWJHqjaC1zqhe/mo+YKXbOf7xIPp87K7bUvdqlWzfvvbsm50lk5WXomG/aljtTE8RubeZQZRLvd2MySXPp2zxw/PYbm8apP7ndSOe/w8tXx+dfjaoLG1FVTkHZERq5EDpKpmVwaFPm+9lCm3tnX1PwNOTk1Zxca0Oznsbc4fqle3C3Jubuv7ZIxvyArcpTasiPyr7P9TQYO/LDPrUl5XBFZkxMmgtyQh+YVrRWWzP8jsuAfTG3eTp+Sg/rnW88SFw7z+aVxGdpalZXDp+T0Af/VjcWzcm3ef579+eCzm7IxeEyGZEdWZpelf9q8Zt711iGmdnv5mAlg9/y0aG3XLItsmlrJH8WfD9JQQFtWEyZQ+sz6tgZk+2nJD5rR9KudVbl99Za8sIsi502L7U6477qPt7+dkNLLGzboFr0f8I/FtZoLs80nu2QSYPbTpq2Av1/xfFFhflpa27s/GiQwsf6mjn8y7VbNeoI8ct+3QJh2XefTo2Fao/uYtX/h69FjGpax+tPi0fy68knO1RzHJoRp8m2srZp/l+Vawf7FpZQvu97Gz6+i49+AduQfGpY5pvHwg8ilmfPm2aRcH/oqS3/5r3tym7dzck1fHzwl/a9s89Isy4VIv2Tm54PPmgv0rHl/dl1Gpi/a56tyZMS0frR2u7hp/97Q5dI9WTGto7LL512YQjoabR7PfpUjYQBRn+S5rjN4P9Z89i921X0/awLCRXMCDzi+X6xcsftkP3+ypCfuI7P/xfyuMJHTQb7YdTw/dEce3/T/xrvgHFpOrD/SNdnU8df3NQ2b5oITvG8eLbwgaE3VS9vguLyf7pPndhvP/xr23s/bvxcv1+V7shKgZcyUn+8767JUb8DQC7OmodUB48JXuR2m/55sD52SI/btwuOXp+nzq+j416sN+YemZA+Ez/8hn4cuythN0+J4Fa1FOzK1vGrNYl22pU+O26VCW8t+rejdJ/kcPK9Hs59/t2xOwjvVgThTU/28GKmpmf9Hp+17+ojU+OTMRenfuBerVelFbGHLLhS9X2hSRgcPmIt+ZPtezf2YjNqLvouN6P4YD6fMie2d9FpJWJfbsZPUXAjMBaL/F61EOGrm+Htey9RVveA0ULMPaEuj5LeW1cN53aeC/dMyc8CmVS/Odhxv7JdhOfifT/WdB1pDXtKLajUNzTOVjgsiC7GWrZ9XfiuqRccvj8v51fTxN9qSf2hWzren5uT3jWG5f1lkLXKB6w3BBSt4mJrchaCmpi2FRE1fa6He53aJ1oTDtFUf0UCU74ts/9s+jTp81D7pZXOytuUH4PJPpja/+EVGzMX2+KEDsvGhjtquBhyvldNE0Otl5F/HygkaWgNeloXFzozyBw/5XQ2qXImMD7SANu+Drppaw9Jvak7VbgoTRH6NjG94rZSJeFeRqTHpFwk8Re8X8oP5b17XYaMG5PSvie4C26L0198npURXRvnKsGy/rI55NG9A+v9un3qB+G0iz/3X8r6q3Jji/fvz244c+emBjB4yLYv5BflwqGyOz056oE2h5cfvPgrOHbMvlWT3jPb9m/2r++ukr2VpY0AmEt8m8rbpvdaa49fO86uIW/5hr9QMhGtB9gcpq4Nn0UFhHSDT/u/qIHFVbCBMX/D6hpelFA76bsqCKQgSG2Su0r7P+Gc/yXVvUC0yoKnPp9a9cYGgIH9feyYfhsa9b365fT6/xuj1CYeDiL7YQF44OOjTQcgjo5F1a7M6GCj2bMrKmrlQj4qfp5L//scr6fkTTUN8oN7nOtg4Zr/YcHo00q0W68ePHEMrOoictm3levy9C0Eij2rTrkFDP1fv4HPwObsYiB33/P0Ljm+QJq88aJdPrEsoS8b2Y/lrJLZRr5oyWsf+5R8/fRbfh3rOr3M153DG8c/kmH/YMynfnsJ+5wWNmm9qYTd5F24prsAAnSa3ewpAO+iXGUwL6ikBA92HlkaPiXdNuHQXAEAVQQMA4IzuKQCAM4IGAMAZQQMA4KzJMY3E98F74bvU9vv1se/1Y9fFBvT3uNz5aan39yRNiP7GxeF3R3uhk44PWiulpaE/rone1yj7Rng1N86LFAz9LUBrf8nbIZI3dNtLGsB6cJ4B/WFbJ823UDRfSssxHwb2UErQCO67dE9WtkwNYTG4223Sefn58Bf5yA/E9o4GsB78cRjzLXQ2js/+lt09ZWqxb37S+TNEKqZFsTQVaV7aLpq44Dv/tbcw8OTe5iDetA9vkRC5PYE2xd27hPLWX33PX5/OVmhvWxBNY2IfY/MVeHnzh3drheB2B7HbQSRvIxJrntvtF8w3EG3ebyzqDRM1jTaPc7snWrB+/+VMLscnfpuLav6Hr0fzJMzrBrt4ND/qmW+h6eOTuNWFyYf0+VBy5JUvIyv/4kxau3Y+jCAPGzzm2DOZA+HlkQH54N3g7LUsfUvcAC28x75eZGwTNLzYzBXOl1A0H0TRfAhF8tev6fOb9Z//8k9QpSdZLGDkzFegDo6O58wXkDffht1+znwDekGvNu9TLuhNzmdSuP4CRcfHu+B19HwVzRwf/2JXfa/++VCKylde/hVKdp+G56o57uG+MR8GGpceNEzN4JKp9QTR/8XLr/HpX5tSx3wQWpONXMj8+RCKuKxfTwy9WOp7/gWg2oIxF4Xc+Qp8GmSqNa/EfAEm3zLn2wiYfUv/vEn/4VX5V7gt3bY5ie2Ss3avX6Ueny6Yr6KZ49P0fChF5atX5sMIusFpZXSb1KDhncBaiwxOKm3KD57IHBCvm9Y0w1pU9RE9EZvisn5z8o/YpveQ64x+TrQmmmjpND3fhjlpTU2xfdq9/qi9nq+iHccHNRo+Puh0qd+eKh0yNZ3ghAoemQPiWbLmS2jFfBB5HNbvFehh+WAvHNq9UJ3XoGi+giIF820UMhfV/wzHugPHZsrV/vOmtX/9nTFfRZYmj0/T86EwH4bPvya0fr4UtFvNQPgb07LwT6DqAFXsO9em2er34SZLYaJPXJumkcHGvIHYgP83WphSCrl2hdTRL5q5fjEBw3ZH1AyER/bB61eO7mOwfQ04RZ+P/I2Kz7ehc5b4A4/+AGzafAN2MFJfUt6gZJ98vOqnLW3fVGwgU19ocP35XI5PYv1GODCrbP4EZcLL61bPV5Gn2eOTKNv6emy+FIeadWb58uTnX/7x12fxPOrM+TCCv2MgvNtww8KuoCfYhONFvRHtXj+A/SLz21PoIDr+Il/lT7vYcu1eP4B9g5ZGh4p3X7h0C9Sn3esHsD8RNAAAzuieAgA4I2gAAJwRNAAAzrKDhncLAPuL8JzboxfR75Tn3169ufUDAHZPetDwfjFdvRGd/ho8+QtWJ2Y9E7Lq3SwtVdH7AICOkh40vDtjRr6C2dD98Cfl8WWRhallu5xU9D4AoNO4jWncnJDTUt8dSMuVcZHF7O/+F70PAOg8uUFDfwDmjWnozcfquO+T3+0UvbVyQtH7AICO5PbjPh3j0MDheEO4mpuxqcgNy4reBwB0JudfhI/NPKpvOstQ0c3wuFkeAHSL1O4p/Rrsm+h8FGceyG+jIh+5fTEA9LTMlkb8nv0N3vNeu7WCeQvSup+K3gcAdBRuWAgAcOb2lVsAAAyCBgDAGUEDAOCMoAEAcEbQAAA4I2gAAJwVfuXW/73GpixE73pbaFIeL43LkF1S39fuybm7r+0SAKAb5bc0vBsLNjjfhf5YL5iPwzwIGADQ/XKCBvNdAADiMoNG0/NdHDgl98PpYpekcsa+DgDoWulBo+n5LubkWqRr6mRpWfqnmQccALpdatAY+2lAZHDcthLuyOkDx2TiyYM6p3uNmpPf10R+prUBAF3N4YaFrZnvolxZkp+fNnCnXABAx8j/9lSDaubj0O6uw+uyRMAAgK6W39JoYr6L+Hwc9f7OAwDQiZhPAwDgrC3dUwCA/YmgAQBwRtAAADhjTANA19DfjuXRHxOjvQgaALqGBo2swJD3HlqnK7un9IeC3Xwvq25Pf5FO3z/KD9C4rgwaD5+uy8iVSbvUfbo9/UVc9m9sZsm/TU1l9/Nh35efMw/kjXcLoPrzV39f1YobjPrrsY+mbkGETpMaNGIHPOPAhye991iSx6b28/imfTNPtEBHHk6fDbxblg+HT2TeANEl/XsqJ/2xtHsnvE5oFbxW58msP87cg4ty0fHRdN0/tCwnS89kw760q4rS1+mK0v/ulpzzbhRaf/4+nDort9e+2KXG6LXh0rd7XleR93jVJ/f3ohyiLVKDhhacha0dWZkN7lKbOPDhSR+8vywyeMB/r4hXoE1h3noW+fw92b5QT+B4LVOvRC5Fb1USUZj+PZedfv+k3fTTPjVnXvHvGOy/Vue9u+Zv2HXstvzjs3fpChSkr+N1dvpf3C3FJ12bX5AVORpW2ryKEUGka7l3T83/IRuHqwf++7d1+0z5F7bGb6VuToKrz0QuRFsDeqPEnNq1KYgfhibca4uR9Me6RiItn+j9spItqWQaoi2CxzeDtFZv/x5v7TzyWmKxddSb/pBteVQe2G36j1jAzeue0NZH8J7X+oq2ZIL0R1/TRzztLvnX+P758vMvK31B3pi/D1+v/m0sjzLS5283/jl9pJaNdpWfZGs8rZXcTP66rD88//xH7Ng6fT7izEUZkU/hLYi8itG3i95n6+phQEdwDxpnjopsLPsH3tQUnx+6Uy00KSdF/dZlW/rkuF0qVmdtK5J+rQl5TXe9/ft0nzy3rZHnfw17f6onfLIl1T9d3Uc94avNb20l6e3jI/fXMifVaLR5PvtVjoT34Qo0WlvUAK1pPyX9r4L0JQJuXveEOXa313ZEtKXn3UvMrk+0Zeanv1y5KNvRVlpiPpSi/PM1URsuyL/s9AV5M+C/P7suI9P2b2dX5chINICmp89v6YmcDj5nt6HlPbjAtb38mAvs8+j+pbaSm8jfwvUPmP2/Eylf8f13S1/ABF/No0TL0s9Dv4ehNdcP7JacoHHAFJwgKJiHOfBrkSannlxhoUmcFK1hToqruu6cLpnc2lZ++j1eF1n1RooP57VgT8r1oXW5HSvk5mJkLkD9v+gJOimjh1flX+G6NJ2Ji/O7ZdkeigTV6VPyeTFlP5qpLZq0V1t29QXcF3eXzQXvYni8xmYuytDWsk2f2b/BRN4tjcuQHJPRZK0wNf8iGt2/3PxzSF+wL+8+yedwv1LkpG8jcbweTpnAHAs6RtvKj8hodP+Cm4YmNZy/xevfWIz3HHj7H1RMXNPntUg0+FbzKC44x/X6oeuqVkzQuXKCRmJMIHJy1DInxeIX6f+7XWzIsPTLV/nTLrl5LUsbA7UXM0896W+WuWibyntVcDIED61RpQXVvPTHHT80YJ+1gj8p1mnvGzjmIjcqsvI0cpHTOxqHaa8+6u9+dN+/uIL8a3v6vsj2v+3TqEj3bGtFy492CyVaUqaV9N2+G9dI/rqsP2P/jReu6dNuUK8VVjAOFwYWXVc7z1G0inv3VEgLTe0FsDwykFnQXGhtV15Fb70e9Knmt2C01hwfC2mWuaBu9EkpuX9XhmX7pdYO52TtP8Ox98dmynI68j0A7Z5w7atNS/+Lv4ILekBr11/kY97JV6ewtTFzQoZ2onOd6P4Py28NdXvUauT45OffbqRvQE7/mnjt5olE+czSbPnRylP0eJjz4NdTctAuJdWfvy7r1+6peK2/XBn39t/l8954zoWvJrAHQcD8TSWZRjtm5BJY0FFSfxGufa7VuTBEvq/di3wbQi/m2gdrF6343+TQmsV0ykmgTf1Ykz7YjrYY8guVFtLrf5XCmmYj6Y9vXwu0dnlUxdeReH9rVVYO94WzG3p92qPxDSSb+1HJ9Kv4OqJ5ENm2N8fJspTC/fH7xSWx/4FkGoJtpKUtmYfK/zuX/Iur2T+thdZ0aVT30SX/0tKn4wzxvPkk13VZ0/b0qF/uUtKZTN/YzCMpmf9Pj0bSGM4n0/7yk8yfjbVVOTKannaVTH9a3qgwD3PWvyDj5rPmWCyuy8jl6nkaS39u+tbT86cm/4rP6zTaHaatmzR576F19sltRMxJ+OSo/F7HJFGtpSdCM1Pi7nX6263T9y+ePi9ovLyxi7Vfyo8rgsbea6B7qhPNybW9PGG8rxTWOx4Ttcfpb7tO3z/KD+CKGxY2KN6FwnS2+0W8a6d9x5Xy0xhaGnuPoAGga2hgyEPQaL+//d/j/4+gAQBwsk/GNAAAu4GgAQBwRtAAADgjaAAAnBE0AADOCBoAAEci/x+ogtc48m7XwgAAAABJRU5ErkJggg==)

Разбор кода

Заголовочные файлы

#include <stdio.h>

* Подключает библиотеку стандартного ввода-вывода, что позволяет использовать такие функции, как printf для вывода и scanf для ввода данных.

#include <stdlib.h>

* Подключает библиотеку, содержащую функции для работы с памятью, преобразования типов и генерации случайных чисел с помощью rand().

#include <time.h>

* Подключает библиотеку для работы со временем, необходимую для инициализации генератора случайных чисел.

Определение максимального размера

#define MAX\_SIZE 100

* Определяет макрос MAX\_SIZE, который устанавливает максимальный размер матрицы (100 на 100).

Функция для вывода матрицы

void print\_matrix(float matrix[MAX\_SIZE][MAX\_SIZE], int n, int m) {

* Определяет функцию print\_matrix, принимающую в качестве параметров двумерный массив matrix и его размерности n (количество строк) и m (количество столбцов).

printf("Matrix:\n");

* Выводит заголовок "Matrix:" перед выводом содержимого матрицы.

for (int i = 0; i < n; i++) {

* Запускает цикл, который проходит по всем строкам матрицы от 0 до n-1.

c

Copy

for (int j = 0; j < m; j++) {

* Вложенный цикл, который проходит по всем столбцам текущей строки от 0 до m-1.

c

Copy

printf("%.2f ", matrix[i][j]);

* Выводит элемент матрицы с двумя знаками после запятой, добавляя пробел после каждого элемента.

c

Copy

printf("\n");

* После вывода всех элементов строки добавляет перевод строки.

c

Copy

printf("\n");

}

* Добавляет пустую строку для лучшей читаемости. Закрывает функцию.

Функция сортировки строки методом вставки

c

Copy

void insertion\_sort\_row(float matrix[MAX\_SIZE][MAX\_SIZE], int row, int m) {

* Определяет функцию insertion\_sort\_row, сортирующую строку с индексом row в матрице с m элементами.

c

Copy

for (int i = 1; i < m; i++) {

* Запускает цикл, начиная с 1, поскольку первый элемент уже считается отсортированным.

c

Copy

float key = matrix[row][i];

* Сохраняет текущее значение для вставки в переменную key.

c

Copy

int j = i - 1;

* Устанавливает j на следующий элемент (левый от key).

c

Copy

while (j >= 0 && matrix[row][j] > key) {

* Запускает цикл, который продолжается, пока j не станет менее 0 и текущий элемент больше key.

c

Copy

matrix[row][j + 1] = matrix[row][j];

* Сдвигает текущий элемент на одну позицию вправо, чтобы освободить место для вставки key.

j--;

* Уменьшает значение j для перехода к следующему элементу для сравнения.

}

matrix[row][j + 1] = key;

* Вставляет key в освободившуюся позицию.

}

* Закрывает функцию.

Функция сортировки всех строк

void sort\_rows(float matrix[MAX\_SIZE][MAX\_SIZE], int n, int m) {

* Определяет функцию sort\_rows, сортирующую все строки в матрице.

for (int i = 0; i < n; i++) {

* Запускает цикл по всем строкам от 0 до n-1.

insertion\_sort\_row(matrix, i, m);

* Вызывает функцию insertion\_sort\_row для сортировки строки i.

printf("Matrix after row sorting %d:\n", i + 1);

* Выводит сообщение об успешной сортировке строки.

print\_matrix(matrix, n, m);

* Вызывает функцию print\_matrix, чтобы вывести матрицу после сортировки текущей строки.

}

* Закрывает функцию.

Функция обмена столбцов

void swap\_columns(float matrix[MAX\_SIZE][MAX\_SIZE], int n, int col1, int col2) {

* Определяет функцию swap\_columns, которая обменивает значения в двух столбцах col1 и col2.

for (int i = 0; i < n; i++) {

* Запускает цикл по всем строкам от 0 до n-1.

float temp = matrix[i][col1];

* Сохраняет значение из столбца col1 в временной переменной temp.

matrix[i][col1] = matrix[i][col2];

* Переносит значение из столбца col2 в col1.

matrix[i][col2] = temp;

* Устанавливает значение из temp во второй столбец col2.

}

* Закрывает функцию.

Функция сортировки столбцов

void sort\_columns(float matrix[MAX\_SIZE][MAX\_SIZE], int n, int m) {

* Определяет функцию sort\_columns, которая сортирует столбцы матрицы.

for (int j = 0; j < m; j++) {

* Запускает цикл по всем столбцам от 0 до m-1.

for (int k = j + 1; k < m; k++) {

* Запускает вложенный цикл для сравнения текущего столбца с каждым последующим.

for (int i = 0; i < n; i++) {

* Запускает цикл по всем строкам для каждого столбца.

if (matrix[i][j] > matrix[i][k]) {

* Если значение в столбце j больше значения в столбце k в одной строке...

swap\_columns(matrix, n, j, k);

* ...то обменивает столбцы j и k с помощью функции swap\_columns.

break; *// Сортируем только один раз для каждого сравнения*

* Прерывает внутренний цикл, чтобы избежать дальнейших сравнений для пары столбцов.

}

* Закрывает вложенный цикл.

printf("Matrix after column sorting %d:\n", j + 1);

* Выводит сообщение о завершении сортировки текущего столбца.

print\_matrix(matrix, n, m);

* Вызывает print\_matrix для отображения матрицы после сортировки текущего столбца.

}

* Закрывает функцию.

Основная функция

int main() {

* Начинает основную часть программы с функции main.

int n, m;

* Объявляет переменные n и m для хранения количества строк и столбцов.

float matrix[MAX\_SIZE][MAX\_SIZE];

* Объявляет двумерный массив matrix, который будет использоваться для хранения значений матрицы.

printf("Enter the number of rows (n) and columns (m): ");

* Выводит текст для приглашения пользователя ввести количество строк и столбцов.

scanf("%d %d", &n, &m);

* Читает введенные значения и сохраняет их в переменные n и m.

srand(time(0));

* Инициализирует генератор случайных чисел с использованием текущего времени, чтобы каждое выполнение программы получало разные случайные числа.

for (int i = 0; i < n; i++) {

* Начинает цикл по строкам от 0 до n-1.

for (int j = 0; j < m; j++) {

* Вложенный цикл по столбцам от 0 до m-1.

matrix[i][j] = (float)(rand() % 100) / 10.0; *// Случайные числа от 0 до 9.9*

* Генерирует случайное число от 0 до 99, делит его на 10, чтобы получить дробное число от 0 до 9.9 и сохраняет его в матрице.

}

}

* Закрывает циклы для заполнения матрицы.

printf("Original matrix:\n");

* Выводит сообщение о том, что будет представлена исходная матрица.

print\_matrix(matrix, n, m);

* Вызывает функцию print\_matrix, чтобы показать исходную матрицу.

sort\_rows(matrix, n, m);

* Вызывает функцию sort\_rows, чтобы отсортировать все строки матрицы.

sort\_columns(matrix, n, m);

* Вызывает функцию sort\_columns, чтобы отсортировать все столбцы матрицы.

return 0;

}

* Завершает выполнение программы, возвращая 0, что сигнализирует о нормальном завершении.